**Mockito Hands-On Exercises**

# Exercise 1: Mocking and Stubbing

Scenario:

You need to test a service that depends on an external API. Use Mockito to mock the external API and stub its methods.

Steps:

1. Create a mock object for the external API.
2. Stub the methods to return predefined values.
3. Write a test case that uses the mock object.

Solution Code:

import static org.mockito.Mockito.\*; import org.junit.jupiter.api.Test; import org.mockito.Mockito;

public class MyServiceTest { @Test

public void testExternalApi() {

ExternalApi mockApi = Mockito.mock(ExternalApi.class); when(mockApi.getData()).thenReturn("Mock Data"); MyService service = new MyService(mockApi);

String result = service.fetchData(); assertEquals("Mock Data", result);

}

}

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MockitoMockingExample</artifactId>

<version>1.0</version>

<name>MockitoMockingExample</name>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-api</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-engine</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>5.12.0</version>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-surefire-plugin</artifactId>

<version>3.0.0</version>

</plugin>

</plugins>

</build>

</project>

**ExternalApi.java**

package com.example.mockito;

public interface ExternalApi {

String getData();

}

**MyService.java**

package com.example.mockito;

public class MyService {

private final ExternalApi api;

public MyService(ExternalApi api) {

this.api = api;

}

public String fetchData() {

return api.getData();

}

}

**MyServiceTest.java**

package com.example.mockito;

import org.junit.jupiter.api.Test;

import static org.junit.jupiter.api.Assertions.*assertEquals*;

import static org.mockito.Mockito.\*;

public class MyServiceTest {

*@Test*

public void testExternalApi() {

// Step 1: Create a mock object of ExternalApi

ExternalApi mockApi = *mock*(ExternalApi.class);

// Step 2: Stub the method to return mock data

*when*(mockApi.getData()).thenReturn("Mock Data");

// Step 3: Inject the mock into the service and call the method

MyService service = new MyService(mockApi);

String result = service.fetchData();

// Step 4: Verify result

*assertEquals*("Mock Data", result);

}

}

**Output:**
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# Exercise 2: Verifying Interactions

Scenario:

You need to ensure that a method is called with specific arguments.

Steps:

1. Create a mock object.
2. Call the method with specific arguments.
3. Verify the interaction.

Solution Code:

import static org.mockito.Mockito.\*;

import org.junit.jupiter.api.Test; import org.mockito.Mockito;

public class MyServiceTest { @Test

public void testVerifyInteraction() {

ExternalApi mockApi = Mockito.mock(ExternalApi.class); MyService service = new MyService(mockApi); service.fetchData();

verify(mockApi).getData();

}

}

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MockitoExample</artifactId>

<version>1.0</version>

<name>MockitoMockingExample</name>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-api</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-engine</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>5.12.0</version>

<scope>test</scope>

</dependency>

</dependencies>

</project>

**ExternalApi.java**

package com.example.mockito;

public interface ExternalApi {

String getData();

}

**MyService.java**

package com.example.mockito;

public class MyService {

private final ExternalApi api;

public MyService(ExternalApi api) {

this.api = api;

}

public String fetchData() {

return api.getData();

}

}

**MyServiceTest.java**

package com.example.mockito;

import org.junit.jupiter.api.Test;

import static org.mockito.Mockito.\*;

public class MyServiceTest {

*@Test*

public void testVerifyInteraction() {

// Step 1: Create mock

ExternalApi mockApi = *mock*(ExternalApi.class);

// Step 2: Inject into service and call fetchData()

MyService service = new MyService(mockApi);

service.fetchData();

// Step 3: Verify that mockApi.getData() was called exactly once

*verify*(mockApi).getData();

}

}

**Output:**

**![](data:image/png;base64,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)**

# Exercise 3: Argument Matching

Scenario:

You need to verify that a method is called with specific arguments.

Steps:

1. Create a mock object.
2. Call the method with specific arguments.
3. Use argument matchers to verify the interaction.

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MockitoArgumentMatcherExample</artifactId>

<version>1.0</version>

<name>MockitoArgumentMatcherExample</name>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-api</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-engine</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>5.12.0</version>

<scope>test</scope>

</dependency>

</dependencies>

</project>

**ExternalApi.java**

package com.example.mockito;

public interface ExternalApi {

String getData();

void sendMessage(String message);

}

**MyService.java**

package com.example.mockito;

public class MyService {

private final ExternalApi api;

public MyService(ExternalApi api) {

this.api = api;

}

public String fetchData() {

return api.getData();

}

public void deliverMessage(String msg) {

api.sendMessage(msg);

}

}

**MyServiceArgumentTest.java**

package com.example.mockito;

import org.junit.jupiter.api.Test;

import static org.mockito.Mockito.\*;

import static org.mockito.ArgumentMatchers.\*;

public class MyServiceArgumentTest {

*@Test*

public void testSendMessageWithExactArgument() {

ExternalApi mockApi = *mock*(ExternalApi.class);

MyService service = new MyService(mockApi);

service.deliverMessage("Hello Mockito");

// Verify it was called with exact value

*verify*(mockApi).sendMessage("Hello Mockito");

}

*@Test*

public void testSendMessageWithAnyArgument() {

ExternalApi mockApi = *mock*(ExternalApi.class);

MyService service = new MyService(mockApi);

service.deliverMessage("Hello Matchers");

// Use argument matcher: any string

*verify*(mockApi).sendMessage(*anyString*());

}

*@Test*

public void testSendMessageWithMatcherAndCustomCheck() {

ExternalApi mockApi = *mock*(ExternalApi.class);

MyService service = new MyService(mockApi);

service.deliverMessage("Important: Process now");

// Use custom matcher: string starts with "Important"

*verify*(mockApi).sendMessage(*argThat*(msg -> msg.startsWith("Important")));

}

}

**Output:**

**![](data:image/png;base64,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)**

# Exercise 4: Handling Void Methods

Scenario:

You need to test a void method that performs some action.

Steps:

1. Create a mock object.
2. Stub the void method.
3. Verify the interaction.

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MockitoVoidMethodExample</artifactId>

<version>1.0</version>

<name>MockitoVoidMethodExample</name>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-api</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-engine</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>5.12.0</version>

<scope>test</scope>

</dependency>

</dependencies>

</project>

**ExternalApi.java**

package com.example.mockito;

public interface ExternalApi {

String getData();

void sendMessage(String message); // void method to test

}

**MyService.java**

package com.example.mockito;

public class MyService {

private final ExternalApi api;

public MyService(ExternalApi api) {

this.api = api;

}

public void deliverMessage(String message) {

api.sendMessage(message);

}

}

**MyServiceVoidTest.java**

package com.example.mockito;

import org.junit.jupiter.api.Test;

import static org.mockito.Mockito.\*;

import static org.mockito.ArgumentMatchers.*anyString*;

public class MyServiceVoidTest {

*@Test*

public void testVoidMethodInteraction() {

// Step 1: Create mock

ExternalApi mockApi = *mock*(ExternalApi.class);

// Step 2: (Optional) Stub void method (not always needed)

// doNothing().when(mockApi).sendMessage(anyString());

// Step 3: Call method and verify interaction

MyService service = new MyService(mockApi);

service.deliverMessage("Hello Void");

// Step 4: Verify the void method was called

*verify*(mockApi).sendMessage("Hello Void");

}

*@Test*

public void testVoidMethodWithStubbedBehavior() {

ExternalApi mockApi = *mock*(ExternalApi.class);

// Stub the void method to throw an exception

*doThrow*(new RuntimeException("Failed to send")).when(mockApi).sendMessage("fail");

MyService service = new MyService(mockApi);

// Verify exception is thrown when called with "fail"

try {

service.deliverMessage("fail");

} catch (RuntimeException ex) {

System.***out***.println("Caught expected exception: " + ex.getMessage());

}

// Verify it was still called

*verify*(mockApi).sendMessage("fail");

}

}

**Output:**
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# Exercise 5: Mocking and Stubbing with Multiple Returns

Scenario:

You need to test a service that depends on an external API with multiple return values.

Steps:

1. Create a mock object for the external API.
2. Stub the methods to return different values on consecutive calls.
3. Write a test case that uses the mock object.

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MockitoMultipleReturnsExample</artifactId>

<version>1.0</version>

<name>MockitoMultipleReturnsExample</name>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-api</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-engine</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>5.12.0</version>

<scope>test</scope>

</dependency>

</dependencies>

</project>

**ExternalApi.java**

package com.example.mockito;

public interface ExternalApi {

String getStatus();

}

**MyService.java**

package com.example.mockito;

public class MyService {

private final ExternalApi api;

public MyService(ExternalApi api) {

this.api = api;

}

public String[] pollStatusThreeTimes() {

return new String[] {

api.getStatus(),

api.getStatus(),

api.getStatus()

};

}

}

**MyServiceMultiReturnTest.java**

package com.example.mockito;

import org.junit.jupiter.api.Test;

import static org.junit.jupiter.api.Assertions.*assertArrayEquals*;

import static org.mockito.Mockito.\*;

public class MyServiceMultiReturnTest {

*@Test*

public void testMultipleReturnsFromMock() {

// Step 1: Create mock

ExternalApi mockApi = *mock*(ExternalApi.class);

// Step 2: Stub to return different values on each call

*when*(mockApi.getStatus())

.thenReturn("PENDING")

.thenReturn("PROCESSING")

.thenReturn("DONE");

// Step 3: Inject and test

MyService service = new MyService(mockApi);

String[] actualStatuses = service.pollStatusThreeTimes();

// Step 4: Assert result

String[] expected = {"PENDING", "PROCESSING", "DONE"};

*assertArrayEquals*(expected, actualStatuses);

}

}

**Output:**

**![](data:image/png;base64,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)**

# Exercise 6: Verifying Interaction Order

Scenario:

You need to ensure that methods are called in a specific order.

Steps:

1. Create a mock object.
2. Call the methods in a specific order.
3. Verify the interaction order.

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MockitoMultipleReturnsExample</artifactId>

<version>1.0</version>

<name>MockitoMultipleReturnsExample</name>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-api</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-engine</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>5.12.0</version>

<scope>test</scope>

</dependency>

</dependencies>

</project>

**ExternalApi.java**

package com.example.mockito;

public interface ExternalApi {

void authenticate();

void fetchData();

void logout();

}

**MyService.java**

package com.example.mockito;

public class MyService {

private final ExternalApi api;

public MyService(ExternalApi api) {

this.api = api;

}

public void runWorkflow() {

api.authenticate();

api.fetchData();

api.logout();

}

}

**MyServiceInteractionOrderTest.java**

package com.example.mockito;

import org.junit.jupiter.api.Test;

import org.mockito.InOrder;

import static org.mockito.Mockito.\*;

public class MyServiceInteractionOrderTest {

*@Test*

public void testMethodCallOrder() {

// Step 1: Create mock

ExternalApi mockApi = *mock*(ExternalApi.class);

// Step 2: Inject mock and run workflow

MyService service = new MyService(mockApi);

service.runWorkflow();

// Step 3: Verify order

InOrder inOrder = *inOrder*(mockApi);

inOrder.verify(mockApi).authenticate();

inOrder.verify(mockApi).fetchData();

inOrder.verify(mockApi).logout();

}

}

**Output:**

**![](data:image/png;base64,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)**

# Exercise 7: Handling Void Methods with Exceptions

Scenario:

You need to test a void method that throws an exception.

Steps:

1. Create a mock object.
2. Stub the void method to throw an exception.
3. Verify the interaction.

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MockitoVoidExceptionExample</artifactId>

<version>1.0</version>

<name>MockitoVoidExceptionExample</name>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-api</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-engine</artifactId>

<version>5.10.0</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>5.12.0</version>

<scope>test</scope>

</dependency>

</dependencies>

</project>

**ExternalApi.java**

package com.example.mockito;

public interface ExternalApi {

void sendMessage(String message); // may throw an exception

}

**MyService.java**

package com.example.mockito;

public class MyService {

private final ExternalApi api;

public MyService(ExternalApi api) {

this.api = api;

}

public void deliverMessage(String message) {

api.sendMessage(message);

}

}

**MyServiceVoidExceptionTest.java**

package com.example.mockito;

import org.junit.jupiter.api.Test;

import static org.junit.jupiter.api.Assertions.*assertThrows*;

import static org.mockito.Mockito.\*;

public class MyServiceVoidExceptionTest {

*@Test*

public void testVoidMethodThrowsException() {

// Step 1: Create mock

ExternalApi mockApi = *mock*(ExternalApi.class);

// Step 2: Stub void method to throw exception when called with "fail"

*doThrow*(new RuntimeException("Send failed"))

.when(mockApi)

.sendMessage("fail");

// Step 3: Inject and call

MyService service = new MyService(mockApi);

// Step 4: Assert exception is thrown

*assertThrows*(RuntimeException.class, () -> service.deliverMessage("fail"));

// Step 5: Verify the method was called

*verify*(mockApi).sendMessage("fail");

}

}

**Output:**
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